**Procedimientos almacenados**

• Los procedimientos o funciones son **bloques PL/SQL** con nombre, que pueden recibir parámetros y pueden ser invocados desde distintos entornos: SQL\*PLUS, Oracle\*Forms, desde otros procedimientos y funciones y desde otras herramientas Oracle y aplicaciones.

• Los procedimientos y funciones llevan a cabo tareas específicas, y su mayor diferencia radica en que las funciones devuelven un valor.

**Sintaxis Procedimientos**

*CREATE [OR REPLACE} PROCEDURE [esquema].nombre-procedimiento*

*(nombre-parámetro {IN | OUT | IN OUT} tipo de dato, ..) {IS | AS}*

*Declaración de variables;*

*Declaración de constantes;*

*Declaración de cursores;*

*BEGIN*

*Cuerpo del subprograma PL/SQL;*

*EXCEPTION*

*Bloque de excepciones PL/SQL;*

*END;*

Descripción de la sintaxis:

• **Nombre-parámetro**: es el nombre que queramos dar al parámetro. Podemos utilizar múltiples parámetros. En caso de no necesitarlos, podemos omitir los paréntesis.

• **IN**: especifica que el parámetro es de entrada y que por tanto dicho parámetro tiene que tener un valor en el momento de llamar a la función o procedimiento. Si no se especifica nada, los parámetros son por defecto de tipo entrada.

• **OUT**: especifica que se trata de un parámetro de salida. Son parámetros cuyo valor es devuelto después de la ejecución el procedimiento al bloque PL/SQL que lo llamó. Las funciones PLSQL no admiten parámetros de salida.

• **IN OUT**: Son parámetros de entrada y salida a la vez.

•**Tipo-de-dato**: Indica el tipo de dato PLSQL que corresponde al parámetro (NUMBER, VARCHAR2, etc).

Ejemplo de creación de un procedimiento:

Los procedimientos y funciones de PL/SQL se comportan, igualmente, como los procedimientos y funciones en otros lenguajes de tercera generación, compartiendo muchas de sus propiedades. A los procedimientos y funciones, también, se les denominan, en conjunto, SUBPROGRAMAS.

CREATE OR REPLACE PROCEDURE imprime (mensaje varchar2)

as

BEGIN

dbms\_output.put\_line (mensaje);

END;

Para invocar a este subprograma se hace de la siguiente forma:

**1era Forma**:
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SET serveroutput ON;

BEGIN

imprime ('esto es mi primer procedimiento');

END;

**2da Forma:**

• **Herramientas de desarrollo de aplicaciones de Oracle:**

SQL\*Plus, SQL Developer, SQL\*Dba, SQL\*Forms, SQL\*Menu, SQL\*ReportWriter, etc.

SET serveroutput ON;

EXECUTE imprime ('Otra Forma: esto es mi primer procedimiento');

![](data:image/png;base64,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)

* Procedimiento almacenado que actualiza el campo COMM de un determinado empleado con el valor de 120.

CREATE OR REPLACE PROCEDURE actualiza\_empleado

(w\_codigo\_emp IN emp.empno%TYPE)

AS

BEGIN

UPDATE EMP

SET COMM=120

WHERE empno=w\_codigo\_emp;

END actualiza\_empleado;

--EJECUTAR

EXECUTE actualiza\_empleado ('7369');

Crear un P.A. que Actualice el salario, fecha(HireDate) el cual recibirá como parámetro de entrada el código del empleado y el nuevo salario.

CREATE OR REPLACE PROCEDURE Actualiza\_SalarioA

(codemp NUMBER, new\_sal NUMBER)

AS

BEGIN

UPDATE EMP

SET SAL = new\_sal,HIREDATE = SYSDATE

WHERE EMPNO = codemp;

END Actualiza\_SalarioA;

**--EJECUTAR**

BEGIN

**Actualiza\_SalarioA(7369,2500);**

END;

Procedimiento almacenado que permite contratar un nuevo empleado.

CREATE OR REPLACE PROCEDURE contratar\_empleado

(w\_codigo\_emp IN emp.empno%TYPE,

w\_fecha\_alta IN emp.hiredate%TYPE,

w\_depart IN emp.deptno%TYPE)

AS

BEGIN

INSERT INTO EMP(empno, hiredate, deptno)

VALUES (w\_codigo\_emp, w\_fecha\_alta, w\_depart);

END contratar\_empleado;

En este procedimiento se ha definido el tipo de dato de los parámetros de entrada como del mismo tipo que los campos de la tabla “emp” , es decir:

nombreParametro IN nombreTabla.nombreColumna**%TYPE**.

Sería equivalente a poner:

w\_codigo\_emp number,

w\_depart varchar..

Llamadas a procedimientos

• **Desde un Sub Programa:**

BEGIN ...

*/\* llamada al procedimiento contratar\_empleado \*/*

contratar\_empleado (2645,'19/12/1999',30);

END;

• **Herramientas de desarrollo de aplicaciones de Oracle:**

SQL\*Plus, SQL Developer, SQL\*Dba, SQL\*Forms, SQL\*Menu, SQL\*ReportWriter, etc.

EXECUTE contratar\_empleado (2646,'19/12/1999',30);

Procedimiento almacenado que permite eliminar un empleado a través de su código

CREATE OR REPLACE PROCEDURE elimina\_empleado

(w\_codigo\_emp IN emp.empno%TYPE)

AS

BEGIN

DELETE FROM EMP

WHERE empno=w\_codigo\_emp;

END elimina\_empleado;

**EJECUTAR:**

EXECUTE elimina\_empleado ('2646');

P.A que permite obtener un empleado a través de su código

CREATE OR REPLACE PROCEDURE OBTENER\_EMP

(PARAME1 IN VARCHAR2)

AS

CODIGO VARCHAR2(30);

NOMBRE VARCHAR2(30);

BEGIN

SELECT EMPNO,ENAME INTO CODIGO,NOMBRE

FROM EMP WHERE EMPNO=PARAME1;

dbms\_output.put\_line('VALOR DE CODIGO: ' || codigo);

dbms\_output.put\_line('VALOR DE NOMBRE: ' || nombre);

END OBTENER\_EMP;

**EJECUTAR:**

set serveroutput on;

BEGIN

OBTENER\_EMP('7369');

END;

P.A que recibe como parámetro la inicial del nombre de un empleado y muestre los empleados que inicien con dicha inicial, además para visualizar los datos en consola utilice un cursor.

CREATE OR REPLACE PROCEDURE INICIAL\_EMP

(INICIAL IN VARCHAR2)

AS

CODIGO VARCHAR2(30);

NOMBRE VARCHAR2(30);

FECHA\_INGRESO DATE;

BEGIN

DECLARE

CURSOR c\_nuevocursor

IS

SELECT EMPNO,ENAME,HIREDATE INTO CODIGO,NOMBRE,FECHA\_INGRESO

FROM EMP WHERE ENAME LIKE INICIAL || '%';

BEGIN

FOR x IN c\_nuevocursor

LOOP

DBMS\_OUTPUT.put\_line (x.empno || ' ' || x.ename || ' ' || x.hiredate);

END LOOP;

END;

END INICIAL\_EMP;

**EJECUTAR**:

set serveroutput on;

BEGIN

INICIAL\_EMP('A');

END;

**Propuestos**

* Crear un P.A. que liste los empleados por nombre de Departamento
* Crear un P.A que liste los empleados cuyo salario este comprendido entre un rango de salarios.
* Crear un P.A que reciba como parámetro el tipo de operación, si es 1 muestre los empleados cuyo código sea impar y si es 0 los pares.
* Crear un P.A que ingrese registros a la tabla Departamento.
* Crear un P.A que elimine registros de la tabla Departamento.

**FUNCIONES**

**Sintaxis Funciones**

*CREATE [OR REPLACE] FUNCTION [esquema].nombre-función*

*(nombre-parámetro {IN | OUT | IN OUT} tipo-de-dato, ...)*

*RETURN tipo-de-dato {IS | AS}*

*Declaración de variables;*

*Declaración de constantes;*

*Declaración de cursores;*

*BEGIN*

*Cuerpo del subprograma PL/SQL;*

*EXCEPTION*

*Bloque de excepciones PL/SQL;*

*END;*

Ejemplo de creación de una función:

**Crear una función que retorne un bono especial por empleado, el cual será del 10% del salario**.

CREATE OR REPLACE FUNCTION bono\_emp(sal number)

return number

is

begin

return ((sal)\*0.10);

end bono\_emp;

**Consultar nuestra función**:

select empno,ename,hiredate,sal,bono\_emp(sal)

from emp;

**Crear una función que obtenga el salario de un determinado empleado.**

CREATE OR REPLACE FUNCTION obtener\_salario

(w\_codigo\_emp IN emp.empno%TYPE)

RETURN NUMBER

IS w\_salario emp.sal%TYPE;

BEGIN

SELECT sal INTO w\_salario

FROM emp

WHERE empno = w\_codigo\_emp;

RETURN w\_salario;

END obtener\_salario;

Cada función debe devolver un valor del tipo especificado utilizando la sentencia **RETURN.**

Llamadas a funciones

**• Desde un bloque anónimo**

**set serveroutput on;**

BEGIN

***DBMS\_OUTPUT.PUT\_LINE***('Salario cod\_emp 7369 '||obtener\_salario(7369));

END;

• **Desde una instrucción SQL**

SELECT obtener\_salario(7369) salario\_emp\_7369 FROM emp where rownum<=1;

**Documentación procedimientos y funciones**

• Para obtener los nombres de todos los procedimientos y funciones se puede consultar la VISTA **USER\_OBJECTS**

SELECT object\_name, object\_type FROM USER\_OBJECTS

WHERE object\_type IN ('PROCEDURE', 'FUNCTION');

• Para obtener el texto de un procedimiento o función almacenado se puede consultar la VISTA **USER\_SOURCE**

SELECT text FROM USER\_SOURCE

WHERE type = 'PROCEDURE'

AND name = 'CONTRATAR\_EMPLEADO';

Es necesario activar **SERVEROUTPUT** (SET SERVEROUTPUT ON) para ver las salidas desde procedimientos o funciones almacenados.

**Propuesto**:

* Crear una función que calcule el descuento de la tabla empleado, el cual se calculara sacando el 0.87 por ciento con respecto al salario.